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Abstract: - State-space techniques have been proved successful as a means for finding attacks on security protocols. As well as reproducing known flaws, state-space techniques has also been used to discover new flaws in protocols In this paper, a brief overview of current state-space techniques is given and a selection of state-space tools for verifying cryptographic protocols are described, indicating the benefits, limitations and scope of application of each tool.
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1 Introduction

A security protocol is a procedure designed to provide services such as authentication and confidentiality.

A wide variety of formal techniques have been developed to analyse security protocols. Approaches such as logics of knowledge and belief, checking of state-space for attacks and using various theorem proving techniques have been used for security protocol analysis. This paper presents a comparative analysis of state-space tools for security protocol verification.

State-space techniques have been proved successful as a means for finding attacks on security protocols. As well as reproducing known flaws, state-space techniques has also been used to discover new flaws in protocols [1], [2], [3], [4]. State-space techniques are much better suited to finding attacks on protocols than to proving protocols correct.

When searching the state-space, the initial state can be either a secure state or an insecure state. In the former case, all possible states that can be reached from this state are searched for and tested for security violations. In the latter case a backwards search is performed in order to attempt to reach an initial state.

Assumptions are made about what knowledge each participant in the protocol has in the initial state. The system models the messages sent and received during the protocol run. This includes messages the intruder send, receives or blocks. During this process the state-space verification system automatically builds the entire state-space. As each state is created it is checked to ensure it is secure.

Limits have to be put on the number of protocol runs and the number of participants to ensure that the state-space doesn’t grow too large to be manageable. This problem of the state-space growing too large is known as the state explosion problem.

The process outlined above will never terminate for an infinite-state model. Since a protocol is required to be secure with an arbitrarily large number of agents engaged in an arbitrarily large number of concurrent runs of the protocol, the full generality of the protocol cannot be captured with a finite-state model. Several approaches have been proposed to address the state-explosion problem, including symbolic verification, partial-order methods and symmetry
methods. Although these approaches have reduced the size of the state-space by several orders of magnitude, the state-space of many protocols is still too large to be handled. State explosion remains a fundamental problem in state-space-based verification techniques.

2.1 Analysing Protocols Generating Infinite State-Spaces

Some state-space methods work in a potentially infinite state-space. In these cases a finite subset of the state-space is analysed. During the process of generating the state-space from a protocol, the problem of infinite state-space may occur in any of the following cases [5]:

• Some participants are able to perform unbounded steps in the protocol.
• Some participants may enter into infinitely many states.
• The set of participants is infinite.
• The set of messages received by a participant is infinite.

Sometimes, even if the system itself is finite, a state-space too large to be handled may be generated. When the size of a system increases linearly, the state-space may increase exponentially. A set of special concepts, as outlined above, can be used to keep the state-space under consideration manageable.

2.2 Analysing Protocols Generating Finite State-Spaces

Finite-state verification methods are based on exhaustively simulating all the possible behaviours of a closed protocol model. The finite-state protocol verification approach uses verification assumptions, which limit the variety of attacks it can detect. Usually cryptographic algorithms used are assumed to be ideal and thus attacks based on cryptanalysis are left undetected. Also to keep the verification manageable only a small number of protocol participants and protocol runs are used. The level of abstraction used in the models is also quite high. Verification establishes the security of the protocol only under the assumptions used. If any of the assumptions do not hold—for example the number of principals is unbounded- then no conclusion can be derived about protocol security.

There have been several approaches for generating a finite-model from a protocol description [6], [7], [8], [9].

2.3 Properties of State-Space Techniques

There are a number of limitations and benefits in the state-space verification methodology:

Fixed number of protocol participants. The set of participants must be bounded otherwise the problem of infinite state may occur.

State explosion problem. This is a general problem with the finite-state analysis. It limits the complexity of protocols that can be analysed.

Specialized tools. There are a number of specialized tools available specifically for analysing cryptographic protocols.

Properties analysed. State-space tools can analyse properties of cryptographic protocols such as authentication, secrecy and non-repudiation properties.

3 State-space tools used for security protocol verification

There are a number of tools used for security protocol verification such as the NRL Protocol Analyser [10], FDR [6], Brutus [11], Athena [12], The Interrogator [13], Huima’s model checker [5], Murp [14]. The following gives a brief overview of some of the state-space tools with more recent publications.

3.1 The NRL Protocol Analyser

The NRL Protocol Analyser [10], developed by the US Naval Research Laboratory, is a specialized tool for analyzing security protocols. The user of the Analyser provides a description of the protocol. The user also specifies an insecure state - that is, a state of the system in which the security specification of the protocol has been violated. The Analyser works backwards to find a path to the initial state. If such a path is found, then the reverse of this path will correspond to an attack on the protocol.

The program allows an arbitrarily large number of concurrent runs of the protocol and so the number of states can be infinite. The Analyser therefore provides various mechanisms to allow the user to reduce the state-space to a finite size. The two most important of these are:

• Inductive proofs. The user can state and prove lemmas regarding the unreachability of certain infinite sets of states.
• Subset queries. The user can direct the
analyser to analyse a subset of the state
space.

The ability to search an infinite number of
states makes it possible to use the NRL Protocol
Analyser to verify security protocols in their full
generality. However, in consequence, the tool is
not fully automatic; it requires substantial human
direction to complete a proof. In addition, the
possibility of producing false attacks via subset
queries means that any putative attack must be
checked manually.

The NRL Protocol Analyser can be used to
prove security properties of cryptographic
protocols as well as locate security flaws and has
been successful in doing both. In particular, it has
been used to find previously unknown flaws in the
Simmons Selective Broadcast Protocol [3] and the

3.2 FDR
The Failures-Divergences Refinement
Checker (FDR) [6] is a general-purpose
verification tool which offers the choice of
verification using any of the three models of
Communicating Sequential Processes (CSP) [15]:
Traces Refinement, Failures Refinement, and
Failures-Divergences Refinement. FDR is based on
a machine-readable form of CSP. It is possible to
use CSP to specify a protocol, a network and a
general intruder. The traces model of FDR is used
to check whether the combined system meets a
given specification. If the system does not meet the
specification, then a trace of the system is output,
which corresponds to an attack on the protocol.

CSP is a language which allows the
modeling of the communication of an inherently
asynchronous composition of protocol sessions.
Each instance of an agent trying to execute the
protocol is modeled by a CSP process that
altersates between waiting for a message and
sending a message (replying). Channels are used
for communication between processes (between
participants in the protocol).

In FDR the user had to provide a
description of the adversary. With the development
of Casper [16], which is a front-end to FDR, the
construction of the adversary is automated.

FDR has been successfully used to analyse
security protocols [1], [2], [6], [7].

3.3 Brutus
Brutus [11] is a special-purpose tool for
analyzing security protocols. Encoding a protocol
in Brutus is comparatively easy because the
intruder model is an integral part of the tool. Brutus
also suffers from the problem of state-space
explosion. Because only a finite number of states
can be checked, a full proof of correctness of the
protocol cannot be obtained using Brutus.

Brutus attempts to separate out the
adversary from the model. Instead, the adversary is
encoded as a set of rewrite rules that can be applied
to messages sent during the execution of the
protocol. In essence, Brutus has two orthogonal
components. One is a state exploration component
that actually performs the search. The other is the
message derivation engine that uses the rewrite
rules to model the adversary's capabilities. These
components interact. The set of possible next states
is determined by the messages the adversary can
construct and send. In turn, the set of messages the
adversary can generate is determined by the
messages other agents have sent during the
execution of the protocol.

Since Brutus was designed to analyse a
variety of protocols, a specification language was
developed which is powerful enough to describe a
variety of security properties. In this language the
user can specify what information participants
(including the adversary) must know and should
not know.

One of the advantages of Brutus is the fact
that it has a built in model of the adversary. This is
particularly useful when one wants to analyse
possible interactions between different protocols.
Because the adversary is built in, one does not need
to anticipate what messages or submessages might
interact. Brutus will catch those possible
interactions automatically.

While analyzing protocols such as,
Kerberos, TMN protocol, Otway-Rees, Needham-
Schroeder-Lowe public-key protocol, all
previously known attacks were found. However,
Brutus did not find any new attacks.

3.4 Athena
Athena [12] is a tool aimed at providing a
mechanism for automatic protocol analysis within
the strand-space model [17]. It combines various
techniques to allow for automatic verification with
no bounds on the size of the network. Athena uses
a backward search from an insecure state, starting
with only a small state-space, dynamically
increasing the size of the state-space where
necessary. Its state-space exploration is symbolic, allowing it in some cases to compress infinite classes of states onto a single state. In addition, lemmas can be used to discard certain classes of unreachable states.

Athena uses an extension of the strand space model to represent protocol execution and utilizes techniques from both model checking and theorem proving approaches. Athena incorporates a language that can express security properties including authentication and secrecy. Athena user the strand-space model to analyse the protocol according to its security specification. If a breach of the security specifications is found Athena returns a trace that corresponds to an attack.

Athena also exploits several state-space reduction techniques, such as backward search and symbolic representation. Hence it avoids the state-space explosion problem commonly caused by asynchronous composition and symmetry redundancy. A number of protocols have been analysed using Athena and previously known attacks have been found.

3.5 Summary

In this paper a number of state-space tools have been examined. Table 1 gives a summary of these tools. The ability to search an infinite number of states makes it possible to use the NRL Protocol Analyser to verify security protocols in their full generality. It can be used to analyse security properties of cryptographic protocols as well as locate security flaws. It has been used to find previously unknown flaws in protocols. The analyser provides various mechanisms to allow the user to reduce the state-space to a finite size. The two most important of these techniques are inductive proofs and subset queries. The analyser uses backward search from an insecure state and thus attempts to find a path to a valid initial state. The reverse of this path will correspond to an attack on the protocol.

FDR is a general-purpose tool that can handle a wide range of protocols. If the system does not meet the specification, then a trace of the system is output, which corresponds to an attack on the protocol. FDR has been used extensively to analyse security protocols, with a number of attacks having been discovered. Although it has proved its worth in finding attacks, it suffers from being able to explore only finite-state models.

Brutus was originally developed to analyse authentication protocols. Brutus proved capable of specifying and verifying secrecy, authorization and non-repudiation properties. The number of agents and the number of concurrent runs of the protocol is severely limited if the analysis is to be completed in a realistic amount of time. It uses partial order and symmetry reduction techniques. A number of protocols have been analysed using Brutus. While all previously known attacks have been found, no new attacks were discovered.

Athena can verify security properties of a protocol for arbitrary protocol configurations, and in particular, for an unbounded number of concurrent runs. Athena incorporates a language that can express security properties including authentication, secrecy and properties related to electronic commerce. If a breach of the security specifications is found Athena returns a trace that corresponds to an attack. A number of protocols have been analysed using Athena and previously known attacks have been found.

4 Conclusion

This paper presented a brief overview of current state-space techniques for security protocol verification. The benefits and limitations of these techniques were outlined. A comparative analysis of four state-space based verification tools was detailed.

State-space techniques have been proved successful as a means for finding attacks on security protocols. As well as reproducing known flaws, state-space techniques have also been used to discover new flaws in protocols.

State-space techniques are better suited to finding attacks on protocols than to proving protocols correct. There are a number of limitations to state-space techniques, however the limitations should be weighted against the benefits of finding flaws in cryptographic protocols.
### Table 1. Summary of State-space tools for security protocol verification

<table>
<thead>
<tr>
<th>State-Space</th>
<th>Reduction Techniques</th>
<th>Examples of Protocols Analysed</th>
<th>Flaws Detected</th>
</tr>
</thead>
<tbody>
<tr>
<td>NRL</td>
<td>Infinite</td>
<td>Authentication and key management protocols</td>
<td>New flaws discovered and existing flaws reproduced [3] [4]</td>
</tr>
<tr>
<td>FDR</td>
<td>Finite</td>
<td>Key exchange protocols</td>
<td>New flaws discovered and existing flaws reproduced [1] [2] [6] [7]</td>
</tr>
<tr>
<td>Brutus</td>
<td>Finite</td>
<td>Authentication, and non-repudiation properties</td>
<td>Existing flaws reproduced [11]</td>
</tr>
<tr>
<td>Athena</td>
<td>Infinite</td>
<td>Authentication, secrecy and properties related to electronic commerce</td>
<td>Existing flaws reproduced [12]</td>
</tr>
</tbody>
</table>
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